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Abstract. The importance of using a security scanner to find web application 

weaknesses before they are released is very beneficial for the continuity of an 

organization. In this study, we analyze web security using Awasp and Arachni 

by testing it on web applications that reside in organizations. This research was 

conducted based on several studies regarding web security, but we see that 

some of these studies have not been able to measure the effectiveness of 

scanners in a measurable way. the results of OWASP ZAP got a score of 75.61 

and Arachni with a score of 62.20%. By using these benchmarks, the results of 

scanner analysis become more measurable and can be assessed statistically so 

that the organization can take steps to overcome these security holes. 
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1   Introduction 

Evaluation of Information Technology infrastructure security by exploiting 

weaknesses in a system is called Penetration Testing. Penetration Testing was first 

implemented in the 1970s by the United States Department of Defense with the aim 

of uncovering security issues in computer systems to protect systems from digital 

crimes so that system security issues can be corrected before crimes occur. With the 

increasing popularity of computers and the ability to exchange information on the 

internet, the challenge of protecting information on the internet is also increasing[1], 

[2]. Because of this, in early 1965 experts in the field of computer security issued a 

warning about the possibility of attempted breaches of information security on the 
internet. About 15000 government, business analysts and experts in the field of 

computer security discussed this issue and came to the conclusion of implementing 

penetration testing. A collection of experts from NASA, CIA, cyber security experts 

and academics was formed. The team demonstrates the utility of penetration testing as 

a tool for evaluating computer system security. Currently, hacker techniques are 

increasingly sophisticated, especially with the increasing complexity of the 

technology used to develop web applications, penetration testing is becoming even 

more important as a method for evaluating computer security using a vulnerability 

scanner[3]–[5].  



However, with the availability of many scanners circulating on the internet, it 

becomes very difficult to evaluate which scanner is the most effective and efficient in 

evaluating a web application. What's more, each scanner has its own advantages and 

disadvantages so that sometimes it is not enough with just one scanner to evaluate a 

web application[6]. Therefore we conducted this research to analyze the two most 

popular scanners namely OWASP ZAP and Arachni, which of these two scanners is 

more accurate in the evaluation process, and analyze the advantages and 

disadvantages of each scanner. We hope that with this research, web developers or 

penetration testers can easily choose which scanner to choose and under what 

conditions these two scanners are most effective and efficient to use[7], [8]. 

2   Research Methodology 

The right method is needed to carry out the analysis and evaluation of the scanners 

studied in this study. The following are the stages of the method used: 

 
Fig. 1. Methodology 

The importance of using a vulnerability scanner to find weaknesses in web 

applications before they are released has been realized by many organizations. This 

has been demonstrated in a study entitled A Case Study on Web Application 

Vulnerability Scanning Tools[9]. With the increasing number of cybercrimes, this 

research has tested several scanners that can be used to detect weaknesses in web 

applications that can easily be missed if you only use manual testing. This study 

explains that while using a scanner for testing is essential, these scanners vary in 

performance and provide different results depending on the configuration settings and 

how often the scanner is updated. This study also adds that the efficiency of a scanner 

can be judged by how many vulnerabilities it can detect and this also depends on how 

many plugins are available for the scanner. In choosing a scanner, this study also 

suggests using paid scanners because they are updated more often than open source 

scanners. However, a study entitled Price and Feature Comparison of Web 

Application Scanners said that several open source scanners such as Arachni have 

started to compete with paid scanners in terms of effectiveness[10], [11]. In addition, 

this study also suggests that to get better scanning results, scan using different 

scanners, use different settings and scan at other times to take advantage of the 

updates to these scanners. However, researchers realize that more research is needed 

to evaluate the effectiveness of existing scanners. Lately there have been many 

researchers who are interested in conducting research related to scanner evaluation. 



For example, in a study entitled Using Web Security Scanners to Detect 

Vulnerabilities in Web Services they evaluated the vulnerability detection capabilities 

of four commercial scanners (Webinspect, Appscan, WSDigger, and Wsfuzzer)[12], 

[13]. They conducted an experiment using 300 popular web applications, and found 

that the four scanners used generated false positives between 35% and 40% during the 

scanning process.  

Then in another study entitled Studying Open Source Vulnerability Scanners For 

Vulnerabilities in Web Applications they evaluated the vulnerability detection 

capabilities of three open source scanners (w3af, Skipfish, and OWASP ZAP) on the 

Damn Vulnerable Web Application (DVWA) ). In this study, they concluded that 

OWASP ZAP has better performance than other scanners[14], [15]. Recognizing the 

difficulties faced by companies in selecting scanners, a study entitled Web 

Application Security Tools Analysis has looked for ways that can be used to deal with 

this problem. This research is continued by identifying the factors that cause 

vulnerabilities in web applications and the reasons why it is so difficult to eradicate 

existing vulnerabilities in web applications[16], [17]. For each existing vulnerability, 

this study suggests which scanners are suitable for each vulnerability. For 

vulnerabilities like XSS and SQL Injection, the research above suggests:  

1. Netcraft as a scanner that can be used to detect the above vulnerabilities 

because this scanner is able to collect important footprint information related 

to the destination domain. 

2. XSSer is a framework that can be used to detect vulnerabilities related to 

CSS.  

3. OWASP Xenotix XSS supports manual and automatic detection of XSS 

vulnerabilities.  
4. And several scanners for SQL Injection: SQL Inject Me, SQLninja, and 

Havij.  

Although this research has tried several ways to deal with the above problems by 

suggesting using more than one scanner for several vulnerabilities, this research has 

concluded that determining the effectiveness of a scanner is still a challenge for 

companies or web developers. So from some of the problems above, research is 

needed to find the method needed to determine the effectiveness of a web 

vulnerability scanner. And that's why we decided to conduct this research to analyze 

between the two popular scanners used to evaluate web applications, namely OWASP 

ZAP and Arachni, which scanner is more effective for certain vulnerabilities.  

SAST is a code-based web application test that can be done manually or by using a 

tool for code analysis to find vulnerabilities in the application's source code, or it can 

also be called White Box Testing. However, it is difficult to do to find all the 

vulnerabilities that exist by analyzing the source code, especially if the application is 

very complex[18]. In addition, knowing the internal structure, design and 

implementation of the application can be a barrier for testers to find vulnerabilities. 



 
Fig. 2. Static Application Security Testing (SAST) 

 

DAST is a process for finding vulnerabilities in web applications without knowing the 

internal structure, design and implementation of the application. This method can also 

be called Black Box Testing or Penetration Testing. Fuzzing, scraping, and crawling 

are some of the techniques used in this method to find vulnerabilities in web 

applications. (OWASP ZAP and Arachni use DAST as their method[18], [19].  

Fig. 3. Dynamic Application Security Testing (DAST) 

IAST is a combination of SAST and DAST. Designed to combine the two methods, 

IAST takes advantage of the advantages of each method and therefore helps in 

minimizing the weaknesses of each method. This method can also minimize errors in 

detecting vulnerabilities in web applications when evaluating using the two methods 

above (SAST and DAST) by confirming with each method. IAST does this by placing 



agents into web applications which will be evaluated for monitoring and analysis in 

real time[19], [20]. 

 

 
 

Fig. 4. Interactive Application Security Testing (IAST) 

3   Result and Discussion 

To evaluate scanners, applications that have vulnerabilities (benchmarks) needed to 

perform testing of scanners are needed. The right method for choosing a benchmark is 

to look at previous studies related to this research with the aim of understanding the 

procedure for benchmarking and also to find out what benchmarks are available. 

What's more, by looking at previous studies related to this research, we can choose 

the right scanner to study and the right benchmark as a benchmark for testing. There 

are several benchmarks available, including the OWASP Benchmark and the Web 

Application Vulnerability Scanner Evaluation Project (WAVSEP). In this study, we 

used the OWASP Benchmark as a benchmark. Scanner Selection Although many 

previous studies have examined paid and open source scanners, in this study we 

focused on two open source based scanners namely OWASP ZAP and Arachni. All 

required applications will be installed on one computer and the testing process against 

OWASP ZAP and Arachni will be carried out on one computer and OWASP 

Benchmark will be installed as localhost as a benchmark. Benchmarking Results The 

results of the benchmarking are obtained by executing the selected scanner against the 

OWASP Benchmark. The results of the scanning will then be used to produce a file 

with an XML extension which will then be inputted into OWASP Benchmark to 

produce the results of the scanning process which will then draw conclusions from the 

performance of the selected scanner.  

 

 

3.1 Analysis of Results  

 

The results of benchmarking from each scanner will be analyzed and the comparison 

will be seen from each scanner. Then it will be compared in which vulnerabilities 



each scanner excels in carrying out the scanning process and which scanner finds 

more vulnerabilities for each vulnerability scanned. The analysis process will be 

calculated using True Positive, False Positive, True Negative, False Negative 

calculations. Here's the definition of each metric:  

• True Positive (TP): True Positive is the number of cases that are positive and 

detected as positive.  

• False Positive (FP): False Positive is the number of cases which were 

negative but detected as positive.  

• True Negative (TN): True Negative is the number of cases that are negative 

and detected as negative.  

• False Negative (FN): False Negative is the number of positive cases but 

detected as negative.  

• True Positive Rate (TPR): is the value at which the scanner correctly 

identifies and detects the correct vulnerability (positive cases). This value is 

obtained by dividing the number of True Positives by the number of positive 

cases.  

• False Positive Rate (FPR): is the value at which the scanner reports non-

existent cases as positive. This value is obtained by dividing the number of 

Fasle Positives by the number of negative cases.  

• True Negative Rate (TNR): is the value at which the scanner correctly 

ignores negative cases. This value is obtained by dividing the number of 

True Negatives by the number of negative cases.  

• False Negative Rate (FNR): is the value at which the scanner fails to 

correctly identify and detect vulnerabilities (positive cases). This value is 

obtained by dividing the number of False Negatives by the number of 

positive cases.  

• Accuracy: is a value to measure the percentage accuracy of the scanning 

results from a scanner. This value is obtained by dividing the number of True 

Positives and True Negatives by the number of positive and negative cases.  

 

Based on the methodology that we have previously described, in this study we have 

prepared a case example from one of the methodological processes described above, 

namely the results of the benchmarking process. In this case, we use scanners that 

comply with the specifications above (OWASP ZAP and Arachni) and use 

benchmarks that comply with the specifications above (OWASP Benchmark). For this 

example, we will only scan for cross-site scripting (XSS) vulnerabilities. The 

following is the result of the benchmarking process that we have done: 



 
Fig. 5. Benchmark Results 

From the results above, the scanners we use are Arachni v1.5.1 and OWASP ZAP 

V2.11.0. It can be seen that OWASP ZAP has a score that is superior to Arachni, 

namely OWASP ZAP with a score of 75.61% and Arachni with a score of 62.20%, 

which means OWASP ZAP managed to find more vulnerabilities (True Positive) than 

Arachni, namely OWASP ZAP with 186 True Positives and Arachni with 153 True 

Positives. Both scanners have a True Negative of 209 and a False Positive of 0, in 

other words the two scanners manage to ignore all the fake vulnerabilities or traps that 

have been prepared by OWASP Benchmark, so that both scanners are perfect in the 

True Negative and False Positive categories. 

In this discussion, we will compare the results of the Arachni and OWASP ZAP 

scans. In the comparison between Arachni and OWASP ZAP, several metrics for each 

scanner have been used as benchmarks and scores have been calculated, namely True 

Positive, False Negative, True Negative, False Positive, True Positive Rate, and False 

Negative Rate. Comparison of the results for each scanner can be seen in the table 

below. 

 

Table 1. Comparison of Results of Arachni and OWASP ZAP 
Scanner TP FN TN FP TPR FPR 

Arachni 157 89 209 0 63.82% 0.00% 

OWASP 

ZAP 

186 60 209 0 75.61% 0.00% 

 

In each of the categories in the table above, OWASP Benchmark applies the metrics 

that we have discussed above to obtain the most appropriate measurement values to 

assess each scanner and obtain appropriate analysis results and conclusions. That's 

why OWASP Benchmark also produces an assessment in the form of a scorecard that 

shows the results of the performance of each scanner in each category. The final value 



of the OWASP Benchmark assessment (Score) is the percentage distance between the 

True Positive Rate and the False Positive Rate (Score = TPR - FPR). The performance 

results of each scanner in the cross-site scripting (XSS) vulnerability category can be 

seen in the diagram below. 

 

 
Fig 5. Arachni and OWASP ZAP Performance Charts 

 

4   Conclusion 

Based on the analysis in this study, it can be concluded that OWASP ZAP and 

Arachni have different scanning procedures and processes for each scanner. To 

perform a performance test on a scanner, accurate benchmarks are needed to perform 

analysis such as the OWASP Benchmark. OWASP ZAP has better performance than 

Arachni in the XSS vulnerability category. We can see that in the cross-site scriptimg 

(XSS) vulnerability category OWASP ZAP has better performance than Arachni with 

a detection accuracy value of 76% compared to Arachni's accuracy value of 64%. 

And we can also see the difference in percentage distance between the detection 

accuracy values of OWASP ZAP and Arachni that OWASP ZAP is 12% superior to 

Arachni. 
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